![NPU logo](data:image/jpeg;base64,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) **Northwestern Polytechnic University**

**Python Programming**

**Homework Assignment #6**

**Due day: 11/23/2021**

**Instruction:**

1. **Push the source code to GitHub or answer sheet in word file**
2. **Please follow the code style rule like programs on handout.**
3. **Overdue homework submission could not be accepted.**

**4. Takes academic honesty and integrity seriously (Zero Tolerance of Cheating & Plagiarism)**

**Link to execute programs:** <https://colab.research.google.com/drive/1rIKINSAqfKI3REFYkPSmRwFteXPIZDkq?usp=sharing>

1. Write a function to check if a tree contains some value.

***def******has\_itm(t, e):***

*"""*

*>>> has\_itm (tree(11, [tree(12), tree(13, [tree(14),tree(15)])] ), 11)*

*True*

*>>> has\_itm (tree(11, [tree(12), tree(13, [tree(14),tree(15)])] ), 16)*

*False*

*"""*

def branches (tree):

return tree[1:]

def root(tree):

return tree[0]

def tree(root, branches=[]):

for branch in branches:

assert isatree (branch), 'branches should be trees'

return [root] + list(branches)

def isatree (tree):

if type(tree) != list or len (tree) < 1:

return False

for branch in branches(tree):

if not isatree (branch):

return False

return True

def has\_itm(t, e):

if root(t)==None:

return False

if root(t)==e:

return True

for i in branches(t):

if has\_itm(i,e):

return True

return False

has\_itm (tree(11, [tree(12), tree(13, [tree(14),tree(15)])] ), 11)

has\_itm (tree(11, [tree(12), tree(13, [tree(14),tree(15)])] ), 16)

1. Create a function to calculate the average value at each node in a tree.

***def*** ***ave(t, e):***

*"""*

*>>> ave(tree(11, [tree(12), tree(13, [tree(14),tree(15)])]))*

*13.0 # (11+12+13+14+15)/5 = 13.0*

*"""*

def branches (tree):

return tree[1:]

def root(tree):

return tree[0]

def tree(root, branches=[]):

for branch in branches:

assert isatree (branch), 'branches should be trees'

return [root] + list(branches)

def isatree (tree):

if type(tree) != list or len (tree) < 1:

return False

for branch in branches(tree):

if not isatree (branch):

return False

return True

def no\_of\_nodes(t):

s=0

if root(t)==None:

return s

s+=1

for i in branches(t):

s+=no\_of\_nodes(i)

return s

def sum(t):

s=0

if root(t)==None:

return s

s+=root(t)

for i in branches(t):

s+=sum(i)

return s

def ave(t):

if root(t)==None:

return 0

total=sum(t)

no=no\_of\_nodes(t)

return total/no

ave(tree(11, [tree(12), tree(13, [tree(14),tree(15)])]))

1. Based on the tree construction functions on the handout, write a function to generate tree for *Fibonacci* series.

***def tree\_fib(n):***

*"""Construct a Fibonacci tree.*

*>>> tree\_fib (1)*

*[1]*

*>>> tree\_fib (3)*

*[2, [1], [1, [0], [1]]]*

*>>> tree\_fib(5)*

*[5, [2, [1], [1, [0], [1]]], [3, [1, [0], [1]], [2, [1], [1, [0], [1]]]]]*

*"""*

def tree\_fib(n):

if n<2:

return [n]

return [fib(n),tree\_fib(n-2), tree\_fib(n-1)]

def fib(x):

if x<2:

return x

return fib(x-2) + fib(x-1)

tree\_fib(1)

tree\_fib (3)

tree\_fib(5)

1. Generate a *def* function to apply math operational function for all leaves in a tree.

***def******app\_func\_leaves(t, g):***

*"""*

*>>> def triple(n):*

*return 3\*n*

*>>> def square(m):*

*return m\*m*

*>>> t= tree(1,*

*[tree(2),*

*tree(3,*

*[tree(4),*

*tree(5)])*

*])*

*>>> app\_func\_leaves(t, triple)*

*6 12 15 # leaves: 2, 4, 5*

*>>> app\_func\_leaves(t, square)*

*4 16 25*

*"""*

def triple(n):

return 3\*n

def square(m):

return m\*m

def tree(root, branches=[]):

for branch in branches:

assert is\_tree (branch), 'branches should be trees'

return [root] + list(branches)

def root(tree):

return tree[0]

def branches (tree):

return tree[1:]

def is\_tree (tree):

if type(tree) != list or len (tree) < 1:

return False

for branch in branches(tree):

if not is\_tree (branch):

return False

return True

def is\_leaf (tree):

return not branches(tree)

def app\_func\_leaves(t, g):

if branches(t) == []:

print(g(root(t)), end=' ')

else:

for b in branches(t):

app\_func\_leaves(b, g)

t= tree(1, [tree(2), tree(3, [tree(4),tree(5)])])

app\_func\_leaves(t, triple)

app\_func\_leaves(t, square)

1. Define a function to replace all leaves in a tree with new values as return, but don’t change original tree

***def******rpl\_leaves(t, old, new):***

*"""*

*t = tree('apple',*

*[tree('banana',*

*[tree('plum'),*

*tree('pear')]),*

*tree('peach',*

*[tree('plum')]),*

*tree('plum',*

*[tree('berry'),*

*tree('plum')]),*

*tree('plum')])*

>>> *s=rpl\_leaves (t, 'plum', 'fig'))*

>>> *s*

*tree('apple',*

*[tree('banana',*

*[tree('fig'),*

*tree('pear')]),*

*tree('peach',*

*[tree('fig')]),*

*tree('plum',*

*[tree('berry'),*

*tree('fig')]),*

*tree('fig')])*

"""

def tree(root, branches=[]):

for branch in branches:

assert is\_tree(branch),'branches should be trees'

return [root] + list(branches)

def root(tree):

return tree[0]

def branches (tree):

return tree[1:]

def is\_leaves(tree):

return not branches(tree)

def swap(a, b):

a[:], b[:] = b[:], a[:]

def is\_tree (tree):

if type(tree) != list or len (tree) < 1:

return False

for branch in branches(tree):

if not is\_tree (branch):

return False

return True

def rpl\_leaves(t, old, new):

if is\_leaves(t):

if root(t) == old:

return tree(new)

else:

return t

else:

st = [rpl\_leaves(b, old, new) for b in branches(t)]

return tree(root(t), st)

t = tree('apple',[tree('banana',

[tree('plum'),tree('pear')]),

tree('peach',[tree('plum')]),

tree('plum',[tree('berry'),

tree('plum')]),tree('plum')])

s=rpl\_leaves (t, 'plum', 'fig')

s

1. Write a function to count a tree’s height, which is the length of the longest path from the root to a leaf.

def branches (tree):

return tree[1:]

def tree(root, branches=[]):

for branch in branches:

assert is\_tree (branch), 'branches should be trees'

return [root] + list(branches)

def is\_tree (tree):

if type(tree) != list or len (tree) < 1:

return False

for branch in branches(tree):

if not is\_tree (branch):

return False

return True

def height(tree):

if branches(tree) == []:

return 0

else:

hite = [height(b) for b in branches(tree)]

return 1 + max(hite)

t = (tree(11, [tree(20), tree(10, [tree(5),tree(1),[tree(2), tree(3, )]])]))

height(t)

1. Return largest node value in a numeric tree by a *def* function

def root(tree):

return tree[0]

def branches (tree):

return tree[1:]

def tree(root, branches=[]):

for branch in branches:

assert is\_tree (branch), 'branches should be trees'

return [root] + list(branches)

def is\_tree (tree):

if type(tree) != list or len (tree) < 1:

return False

for branch in branches(tree):

if not is\_tree (branch):

return False

return True

def largest(t):

if root(t)==None:

return 0

large=root(t)

for i in branches(t):

if largest(i)>large:

large=largest(i)

return large

t=tree(15, [tree(25), tree(13, [tree(12),tree(10)])])

largest(t)